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ABSTRACT

In this paper, we present a machine learning framework for accelerating CFD
simulations by super-resolving coarse resolution simulation into fine resolution
simulation using convolutional neural network. The basic idea behind our frame-
work is to exploit the similarities between coarse and fine resolution simulations
by learning end-to-end mapping between them and this is done by training an
(graph) convolutional neural network model on input-output pairs where inputs
and outputs are coarse resolution simulations and fine resolution simulations re-
spectively. We test our model on different shapes and geometries and present our
result. We also show that our framework can super-resolve by a factor of 2, 3 and
4. Finally, we will discuss how we can extend our work to predict super-resolved
simulations in time and other future projects.

1 INTRODUCTION

CFD simulations are known for their high usage of computational resources, both in terms of mem-
ory and CPU/GPU time. While direct numerical simulations (DNS) of turbulent flows, down to the
Kolmogorov scale, are still out of reach of most practical fluid flow cases (NASA vision CFD 2030),
over the past decades a series of increasingly rich turbulence-modeling methods have been invented.
This has led to the establishing of CFD as a practical, oftentimes go-to tool to assist engineers in
the design and optimization process. Still, CFD is far from a solved problem, and a good deal of
expertise is required from CFD engineers to discern which simplifications and models are viable for
a given flow problem.

Beyond the method choice, for any given CFD method there is a number of parameters that can be
tuned and adjusted, and only through comprehensive checks, convergence studies and comparisons,
both with other methods and with experiment, the necessary craft is acquired to make CFD a valid
tool for a particular problem (CFD High Lift Prediction Workshop).

A good part of this work is currently at the boundary of what is computationally feasible given the
resources of CFD-using organizations. A “simple” reduction in spatial resolution by a factor of 2
for any given three-dimensional simulation amounts to a reduction in a factor between 8 and 16,
depending on the nature of the numerical method.

When the size of the computational support (mesh, lattice) is progressively refined in convergence
studies, a series of inter-related simulations are obtained. The goal of the CFD practitioner is typ-
ically to refine the support until a convergence in the solution is obtained. Different methods trade
faster or slower convergence for lower or higher accuracy. The nature of the relation between one
simulation and the following one is far from simple, as it is between different methods.

The goal of this work is to study whether machine-learning can be effectively used to predict such
relations, and if so, to speed up the convergence of simulation series, by rendering the finer steps
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unnecessary. We are proposing a convolutional neural network based framework that could learn
end-to-end mapping between coarse resolution and corresponding high resolution simulation. This
model is able to predict the high resolution simulation given its low resolution and could bring down
the simulation time by a factor of 2 (or even more) at least.

Our original contributions are, firstly, we introduce a framework that can accelerate CFD simulations
by super-resolving coarse (low) resolution simulations into fine (high) resolution; and as per our
knowledge there is little to no work in this field. Secondly, we also introduce and apply graph
convolutional neural networks (Kipf et al., 2017) to unstructured meshes (by converting it to graphs).

2 BACKGROUND

2.1 ML For CFD

Machine learning in CFD can be broadly divided into two parts: dimensionality reduction and re-
duced order modeling. Dimensionality reduction involves extracting key features and dominant
patterns that may be used as reduced coordinates where the fluid is compactly and efficiently de-
scribed (Taira et al. 2017). Reduced-order modeling describes the spatiotemporal evolution of the
flow as a parametrized dynamical system (ML for Fluid Mechanics, Brunton et al. 2020).

As reported in ML for Fluid Mechanics (Brunton et al. 2020), there have been significant efforts to
build methods and models that can extract, reduce, simplify or capture the dynamics of flow physic;
however any such model will be intrusive, requiring human expertise to build models from working
simulation. To this end, with advancement in simulation capabilities and experimental techniques,
fluid dynamics is becoming a data rich field, thus becoming amenable to data-driven methods or
machine learning algorithms as we call them (Brunton et al. 2020).

2.2  SUPER-RESOLUTION

Super-resolution is a well-known and defined problem in engineering and computer science (Irani
et al.,, 1991). As reported in Dong et al., 2015, most of the work in this field mostly uses the
example-based strategy. These methods either exploit internal similarities of the same image or
learn mapping function from low- and high-resolution pairs. But most of these methods included
series of pre-processing steps on input-output (images) pair and have rarely optimized the super-
resolution pipeline, until a deep convolutional neural network based pipeline was introduced by
Dong et al., 2015 that could learn end-to-end mapping between low- and high-resolution images.

Since then, many CNN based methods have been developed that achieve state-of-the-art perfor-
mance on various kinds of super-resolution problems. For example, in image super-resolution based
problems, methods using GANs (Ledig et al., 2017), Skip Connections and Network in network
(Yamanaka et al., 2017), Residual networks (Ahn et al., 2018) and many more (Wang et al., 2019)
were introduced.

Super resolution based approaches have also been introduced in tasks like Video Super-resolution
(Wang et al., 2019; Younghyun Jo et al., 2018 ), 3D object Super-resolution (Smith et al., 2018),
Point Cloud Super Resolution (Huikai Wu et al., 2019) based problems. Taking inspiration from
all these methods we have developed a method that could accelerate CFD simulations by super
resolving coarse simulation into fine.

2.3  SUPER-RESOLUTION ON NON-EUCLIDEAN DATA

So far most of the success in applying machine learning to different kinds of problems is limited to
euclidean data only. In recent times, machine learning community has shown great deal of interest
in applying machine learning to unstructured or non-euclidean data (Bronstein et al., 2017) as well,
thus giving birth to new field known as, “Geometric Deep Learning”.

Geometric Deep Learning is mostly driven by modeling unstructured data as a graph and then apply-
ing graph convolutions neural networks (Zonghan Wu et al., 2019) on it. Geometric Deep Learning
can be broadly divided in two parts depending upon how convolutions on graph is defined.



First, Spatial-based ConvCNNs, where convolution on graph is inspired by classical convolution
on images. In this method, we model convolution on the basis of relation between central nodes
and it’s neighbours; representation of central nodes is convolved with it’s neighbours to get the
updated representation of central nodes. This sort of methods have many limitations when it comes
to aggregating features from (1-hop, 2-hop, etc.) neighbours but is quite intuitive and have show
great results in classification based problem (Kipf et al., 2017).

Second, Spectral-based ConvGNNs, where convolution is defined using filters from spectral graph
theory (Schuman et al., 2013).

3 OUR FRAMEWORK

We named our framework SRCFD, which stands for Super Resolution Computational Fluid Dynam-
ics. It takes a coarse resolution mesh as input and up-scales it into a fine resolution mesh along with
keeping shape, geometry of mesh intact and can works on any kind of mesh — structured, unstruc-
tured and multi resolution mesh. In it’s current form, our framework is limited to 2D geometry.

At it’s core our framework uses two different kinds of convolution neural network: classical con-
volutional neural network for structured mesh and graph convolutional networks for unstructured
mesh. In following sections we will describe both the approaches separately.

3.1 NOTATIONS

G = G represents our graph

V = vertices/ nodes of G

E = edges between nodes V of G

A = adjacency matrix of a graph G

¢ = number of channels in input field

f =number of filters in feature extraction block
fs = filter size in feature extraction block

d = number of filters in downsampling block
ds = filter size in downsampling block

t = number of filters in transformation block
m = number of layers in transformation block
ts = filter size in transformation block

u = number of filters in upsampling block

ug = filter size in upsampling block

r = number of filters in reconstruction block
r¢ = filter size in reconstruction block

p = leakage coefficient for PReLLU

3.2 FORMULATION
Consider a low- and high-resolutio simulation denoted as = and y. Our goal is to learn a function

f(x,y), which given pairs of x and y, should be able to predict {J, where dimensions of y and § are
same.

fla,y) Tty (1)

3.3 MODEL

We can broadly divide our framework into two parts depending upon the type of mesh it can process
— structured mesh and unstructured mesh.

"We consider coarse- and fine-resolution simulation as a low- and high- resolution input and output pair and
throughout this paper, we will address both interchangeably.



3.4 STRUCTURED MESH

For the structured mesh based problems we use classical convolutional neural networks to build
models. We can broadly divide our model into 5 blocks: feature extraction, down-sampling, trans-
formation, up-sampling and reconstruction block, of which reconstruction block is build using de-
convolution layers and rest all blocks are build using convolution layers. Output from all convolution
layers, also known as feature maps are transformed using parametric ReL U activation function.

3.4.1 FEATURE EXTRACTION

The Feature extraction block directly takes different fields as input depending upon different archi-
tectures as described in section 4 and extract features from it using convolution filters of size 3 by 3.
It then transforms extracted features using PReLU activation function.

Our feature extraction layer is expressed as an operation:

Fl(X):O'(Wl*X+B1), (2)

where, W7 and B represents the filter weights and biases respectively. Here W is of a size ¢ * f *
fs * f, where c is the number of channels in the input field, f; is the spatial size of filters, and f is
the number of filters. By is an f-dimensional vector, whose each element is associated with a filter.
We then transform the feature maps by Rectified Linear Unit and this transformed feature map is
then fed into next layer in our model.
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Figure 1: Feature Extraction Block

The dimension of filters play a very important role in extracting right kind of features. We have
experimented with different filter size like, 2 x 2,3 x 3,4 x4 and 5 x 5. Among all these, 3 x 3 filters
have worked very well for us.

Another important parameter in this block is f the number of filters; in our experiments we have
seen that setting this parameter arbitrarily somewhere in the range 36 to 52 gives good and consistent
behavior.

3.4.2 DOWNSAMPLING

The intuition behind downsampling block is to put constraint on our model to reduce the size of
feature maps by fixing the size of filters to 1 and using less number of filters as compared to pre-
vious block. This reduces the feature maps dimensions from f to d. Given that architecture for
super-resolution based models are usually very deep, having downsampling block reduces the com-
putational cost by a factor of f - d. This also helps in feature extraction by selecting most useful
features from previous block.

The downsampling layer is expressed as:

FQ(X):O'(WQ*Fl(X)-i-BQ), 3)
where, W5 and B, represents the filter weights and biases respectively. Here W is of a size f
ds * dg x d, where f is the number of channels in the input to downsampling layer, d; is the spatial



size of filters, and d is the number of filters. B5 is an d-dimensional vector, whose each element is
associated with a filter.
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Figure 2: Downsampling Block

3.4.3 TRANSFORMATION

Transformation block non-linearly maps the extracted features from one dimension to other dimen-
sion. This is by far the most important block in entire pipeline. As per our experiments having
more number of layers in this block leads to better quality output. Number of layers and filter size
is denoted by m and t, respectively. We have chosen m and ts to be 4 and 3 by 3 as per our
experiments.

The transformation layer is expressed as:

m
F3(X) =Y o(Ws  Fo(X) + Bs), “@
n=1
where, W3 and Bj represents the filter weights and biases respectively. Here W3 is of a size d *
ts * ts x t, where d is the number of channels in the input to transformation block, ¢ is the spatial
size of filters, and ¢ is the number of filters. Bs is an ¢t-dimensional vector, whose each element is
associated with a filter and m is number of transformation layers.
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Figure 3: Mapping Block

3.4.4 UPSAMPLING

First step towards super resolving a LR input is taken in upsampling block. Upsampling block
increases the dimensions of features after they have been transformed from High dimensional space
to low dimensional space by previous layers. It has been noted that without upsampling block the
super resolved output will be of poor quality.

Output Feature Map



The upsampling block layer is expressed as:

Fy(X) = o(Wy* F3(X) + Ba), 5)

where, W, and B, represents the filter weights and biases respectively. Here W, is of a size ¢ *
Ug * Ug * u, where ¢ is the number of channels in the input to transformation block, u is the spatial
size of filters, and u is the number of filters. B, is an u-dimensional vector, whose each element is
associated with a filter.
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Figure 4: Upsampling Block

For upsampling block, filter size u is fixed to be 1, just like the downsampling block and number of
filters u, are set to equal to f.

3.4.5 RECONSTRUCTION

Reconstruction block is built using deconvolution layers unlike all other blocks. In this block we
finally reconstruct the high-resolution output using feature that has been extracted, transformed and
learned by our model. The filter used are of size 5 x 5 and determines the dimensions of predicted
field. The reconstruction block layer is expressed as:

Y = o(Ws % Fy(X) + Bs), (6)

where, ¥ represent predicted field, W5 and Bs represents the filter weights and biases respectively.
Here W5 is of a size t x 74 * 75 * 7, where t is the number of channels in the input to transformation
block, r is the spatial size of filters, and r is the number of filters. Bs is an r-dimensional vector,
whose each element is associated with a filter.
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Figure 5: Deconvolution Block

3.5 UNSTRUCTURED MESH

Unlike regular domain, like structured mesh where we already have well defined ways to define
convolution operators, there is no direct or trivial way to define feature mining operators. To solve



this problem, we propose that if we can convert (unstructured) mesh into a graph, we can define
something like graph convolutions on it, this will solve our problem of not being able to define
convolutions on unstructured mesh.

3.5.1 GRAPH CONVOLUTIONS

Unlike euclidean or regular domain, where data follow a well defined structure and always have
ordered and fixed number of neighbors, in graphs every node have unordered and variable number
of neighbours. So, to define convolution on graph we make use of connectivity between nodes to
aggregate features. We simply take average value of the features of the node and it’s neighbours.
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Figure 6: Graph Convolution

For example in the above figure for red node, its aggregated features would be the average of its own
features and its neighbours represented in that circle. This simple idea leads to a new kind of neural
network called Graph convolution network.

3.5.2 GRAPH CONVOLUTION NETWORK

Graph convolution network (GCN) is a neural network that operates on graphs. Let’s say we have a
simple graph represented by G = (V, E), where V = 1,2, ...N are N number of nodes connected
together by set of edges E. Then GCN will take as input:

1. an feature matrix X of size N x I, where N is the number of nodes and F} is the number

of input features for each node, and

2. an matrix representation of the graph structure of size N x N such as the adjacency matrix
Aof G.

and produces an output matrix Z of size N x Fy where F5 is the number of output features per node.
In GCN, hidden layer is represented as,

HY = f(HD, A), (7)

with H(0) = X, f is the propagation and H (L) = Z, and L being the number of layers. With this,
we can define propagation rule in GCN like this;

FHD,A) = o(AHOWD), ®)

where, W is a weight matrix for the 1-th neural network layer and o() is a non-linear activation
function like the ReLU.

3.5.3 GCN MODEL

We can divide graph based model into 3 parts: Input block, GCN block and Output block. Input
block takes LR resolution graph and transforms it into HR graph by using Nearest-neighbour in-
terpolation in N dimensions and then interpolated HR graph is fed into GCN block. GCN block is
consist of multiple layers built using graph convolutional network. All the layers aggregate features



from one hop neighbours. After every layer, new updated features are transformed by an activation.
Output block gets input from GCN block and it then transforms it using identity activation function.
Output block also predicts the final features for every node.
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Figure 7: Graph Convolution Network

3.6 ACTIVATION FUNCTION

We have used PReLU as our activation function, which is very much similar to leaky ReLLU, except
that coefficient of leakage, p here is considered as a parameter and is learned as part of training. We
have tried other activation functions as well, like ReLLU, tanh, sigmoid, but ReLU and it’s variants
gave us the best results.

f(x):{x ifx >0 ©)

ar otherwise

where a is learn-able parameter which controls the leakage.

3.7 Loss FUNCTION

All machine learning models compute a loss functions which is minimized using stochastic gradient
descent with the standard backpropagation to learn parameters § = {w,b}, where w and b are
weights and biases of all the layers.

In our model, we employ Mean Squared Error (MSE) as the loss function. Through MSE we com-
pute loss between predicted output Y and original ground truth high-resolution output Y. So, given
a set of low- and high-resolution pairs (X1, Y1), (X2, Y2), ..., (X, Y, ), we compute MSE as:

n

S

where n is the number of LR-HR pairs in our training set.

. 2
Y—YH (10)

4 ARCHITECTURES

We have developed different models that takes different inputs in different ways that helps our model
to learn mapping between low- and high-resolution input-output pairs. On the bases of how you feed
inputs we can divide our framework into 3 parts:



1. Basic model: Take single input field
2. Stacked Input Model: Take multiple fields as input stacked one top of the other.
3. Multi Input Model: Take multiple fields as input not stacked together.

4.1 BASIC MODEL

In basic model, a single field is passed as input-output (LR-HR) pair during training and model
learns to maps LR to HR field. Then at testing time, we just feed LR input field and model predict
corresponding HR field.

But during our experiments, we have observed that this model could be limiting in the sense that it
won’t be able to predict given field for varying shapes and geometry as CFD simulations are non-
linear in nature and going from coarse (LR) to fine (HR) simulations doesn’t just depend on one
field. Rather other fields like pressure field, normal fields also play import role how LR simulations
looks in HR. So, in order to tackle this problem we propose two models as mentioned in section 4.2

and 4.3.
— HR Velocity Field
Velocity Field * % % m*x % +
Feature Extraction ~  Shrinking  ~  Non-linear Mapping ,  Expanding ,  Deconvolution

Y

Figure 8: Basic Model
where, * is convolution layer and + is deconvolution layer.

4.2 STACKED INPUT MODEL

In stacked input model, we stack different input fields one top of the other as mentioned in sec-
tion 5.2. And then, convolution filters are applied along depth of the stacked inputs at the feature
extraction step.

HR Velocity Field
Nx Normal Field
Ny Normal Field

1 mx \
* % * * * * +
L Distance Field
Vﬂ”:a:;ﬁem |:> ﬂ E> ﬂ |:> “ |:> mlm I:> |:>

Stacked Inputs Feature Extraction . Shrinking

_ Non-linear Mapping . Expanding ,  Deconvolution

Figure 9: Stacked Input Model

where, * is convolution layer and + is deconvolution layer.

4.3 MULTI INPUT MODEL

In multi input model, we process all the fields separately unlike stacked input model. In this case,
all input fields are passed through different convolution layers and then corresponding feature maps
are merge together in feature aggregation step.
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where, * is convolution layer and + is deconvolution layer.

5 DATASET

We have build our own in-house dataset for training and testing purpose using XFlow. Our dataset
is consist of 55 samples for both low- and high-resolution simulations for each shape. As of now we
have 2 shapes in our dataset: NACA 4412 Airfoil and Cylinder.

In order to make every sample different from each other, we changed two parameters while gener-
ating data: Angle of attack (AOA): -10 to 10 (degrees) Velocity value: 10 to 50 (m/sec)

Our dataset is consist of 5 different fields, V, V,,, S, Ny, N, Dy and Masky.

5.1 PREPARING DATA FOR TRAINING AND TESTING

To prepare data for training and testing we divide our dataset into two parts: Train set and Test set.
Train and Test are consist of 50 and 5 samples respectively. We don’t expose our model to any
sample in the test set while training models or even any other kind of experiments. Test set for our
model is as good as out of sample set.

5.2 PRE-PROCESSING DATA

In theory, it’s not necessary to normalize or scale data as long as data is in numeric format. But in
practice, having features on similar scale makes training more efficient and leads to better prediction.
Different shapes and geometry will have different scale for pressure and velocity values, so to be
able to generalize and predict on data with varying scale we propose to normalize our data using
following techniques.

Standard Scaler : Standardize features by removing the mean and scaling to unit variance and is
calculated as:
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(z —u)

z =

(1)

s
where z is the velocity field, « is the mean of x and, s is the standard deviation of z.

Min-Max Scaler : Transforms features by scaling each feature to a given range, for example be-

tween zero to 1. It is calculated as:
L (x — ma:n.) (12)
(max — min)

where z is the velocity field, max is the maximum value in  and, min is the minimum value in x.

5.3 STACKING INPUT FIELDS

While training and designing our model it was clear to us that we might need to provide more
information to our model at the training time as learning how to super-resolve a low-resolution
simulation into high-resolution is a non-linear and very difficult task.

To tackle such a problem, we propose that giving different kind of fields as input to the model will
help to learn how to super-resolve. And, this will also help in generalizing on different shapes and
geometry.

So, say if dimensions of all the fields are:

Vi [200, 200, 1]
Ny: [200, 200, 1]
N,: [200, 200, 1]
Dy: [200, 200, 1]
Masky: [200, 200, 1]

Then, stacked Input: [200, 200, 5], where 5 represent five different fields, which are stacked
one top of the other.

Velocity Field

Distance Field

; =

Stacking Inputs
Mask

Nx Normal Field

Ny Normal Field

Figure 11: Stacked Input
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5.4 DISTANCE FIELD

We use signed distance function (SDF) to compute the distance field for every input field. Signed
distance function provides a universal representation for different geometry shapes and works effi-
ciently with neural networks (Guo et al. 2016).

Distance field
_
SDF

Figure 12: Generating Distance field from Velocity field for NACA 4412 Airfoil

5.5 MASK FIELD

We generate mask field, which is the binary representation of input velocity field. We set all velocity
values inside the object to be 0 and everything on and outside boundary of object to 1. This is done to
create a representation of where we (don’t) want to predict values in the output field. All the values
in mask field are either 1 or O only, everywhere we have 1, we would like our model to predict at
those place and vice-versa.

Mask field
’ l

Figure 13: Generating Mask field from Velocity field for NACA 4412 Airfoil

In our experiment, we have observed without using mask field, our model predicts values inside
the object as well; this is probably because of weight sharing capabilities of CNNs. To tackle this
problem we are proposing to use mask field as one of the input to our model, this helps the model to
learn where to predict values. Also, computing mask field is computationally efficient.

6 IMPLEMENTATION

We have implemented the entire project in Python and have written two packages, one for machine
learning tasks and other for the data. Some other tools and packages that were used are; numpy,
scipy, matplotlib, h5py.

6.1 MACHINE LEARNING

Our machine learning framework is implemented in python using tensorflow. We have named it
SRCFD and can be used for training, evaluating, testing models and visualization of results.

6.2 DATA

For data, we have used XFlow to generate training and testing samples as explained in section 5. All
the data is stored in numpy array format which is easy to work with and is computationally efficient

12



for numerical computation like matrix multiplication. To make working with data easy, we have
developed a python package, named gen_data for generating, processing and extracting data.

7 RESULTS

In this section we will present results from various experiments that we did as part of the project.

7.1 STRUCTURED MESH: SRCFD BASIC MODEL

We trained and tested a basic model on cylinder dataset. You can see the results in Figure 14, on the
left side we have input LR velocity field, in the middle we have original HR velocity field and on
the right side we have predicted velocity field by SRCFD.

LR Input HR Output SRCFD Predicted Output

Cylinder

\

Input: 200 x 200

Qutput: 400 x 400

Scalingfactor: 2

Trainingset: 35

Test set: 5

. m m n

Learning rate: 0.001
Figure 14: Results from SRCFD basic model trained on Cylinder dataset.

Now, the natural step for us was to test our model against interpolation. So, we compared our model
prediction against LR interpolated velocity field as shown in figure 15.

Input LR Field Orignal HR Field Predicted HR Field Input LR Field Orignal HR Field Predicted HR Field

il BEN

Interploated HR field Diff bjw Original & Interpolated  Diff b/w Original & Predicted Interploated HR field Diff biw Original & Interpolated ~ Diff b/w Original & Predicted

Diff biw Predicted and Interploated DIff b/w Predicted and Interploated

Figure 15: Comparing SRCFD basic model results against linear interpolation. Difference between
predicted, interpolated and original fields. On left you see results from cylinder dataset and on right
from airfoil dataset.



LR Input HR Qutput SRCFD Pred Ep=500  SRCFD Pred Ep = 9000

Input: 100 x 100
Output: 400 x 400
Scalingfactor: 4
Trainingset: 35
Testset: 5

Learning rate: 0.001
Epochs: 500, 9000

Figure 16: Results shown for super-resolution with a factor of 4

7.2  STRUCTURED MESH: SRCFD MULTI INPUT MODEL
Input HR Output
.
Figure 17: Results from SRCFD Multi-Input Model, trained on airfoil dataset. Left image is of

coarse resolution velocity field, middle image is of original high resolution velocity field and right
image is of predicted high resolution velocity field by our model

SRCFD Predicted Output

Input: 400 x 400 {Interpolated)
Qutput: 400 x 400
Scalingfactor: 2

Trainingset: 30

Test set: 5

Epochs: 500, 9000

7.3 STRUCTURED MESH: SRCFD GENERALIZED MODEL - CROSS TRAINING

In this section, we show results form experiments with cross-training, where we created a dataset
consist of different shapes (airfoils and cylinder) and then model is trained on both shape simulta-
neously. And, then in figure 19 we compare our cross-training results with interpolation.
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Input HR Qutput SRCFD Predicted Output
Input: 200 x 200
Output: 400 x 400
Scalingfactor: 2
Trainingset: 70 (35 Cylinder + 35 Airfoil)
Test set: 10 (5 Cylinder + 5 Airfoil)

Figure 18: Results with generalized model trained on airfoil and cylinder dataset together

Input LR Field Orignal HR Field Predicted HR Field Input LR Field Orignal HR Field Predicted HR Field
Interploated HR field Diff b/w Original & Interpolated  Diff b/w Original & Predicted Interploated HR field DIff bjw Original & Interpolated  Diff biw Original & Predicted
Diff bjw Predicted and Interploated Diff biw Predicted and Interploated

Figure 19: Comparing SRCFD Generalized model results against linear interpolation. Difference
between predicted, interpolated and original fields. On left you see results from cylinder dataset and
on right from airfoil dataset.

8 CONCLUSION

We have presented a novel machine learning framework that can super-resolve CFD simulation.
We show that our framework can generalize to out of sample simulations as well and does a better
job then a normal linear interpolation. We also extend our framework to unstructured and multi-
resolution mesh. Our proposed framework can also be trained to super-resolve by different up-
scaling factors.
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9 FUTURE WORK

9.1 PREDICTING SUPER RESOLVED SIMULATION IN TIME

Natural extension to this project would be to predict super-resolved simulation in time. Any model
that has to predict upscaled version of input and that in time has to be built using combination or
mixture of convolutional neural network (CNN) and recurrent neural network (RNN).

A possible architecture for this sort of task is shown in Fig 14. We will feed input simulations in time
to an RNN based encoder at every time-step. This RNN encoder is then going to encode the feature
representation of input simulation at all time-step into a vector representation. This vector is then
used to initialize our RNN based decoder, which using the output simulation at every step predicts
the simulation in time. Simultaneously, these predicted simulation are fed into SRCFD model, that
predicts the super-resolved version.

RNN + CNN Encoder-Decoder - . - -
HR 'HR

HR HR*
| |
i ‘SRCFD‘ |SRCFD| \SRCFD| ‘SRCFD‘
Encoder T rDT t, t, tnT Decoder

N s N N e N o N R o N B

o 6] 6] e b | |

<EOS=> w
LR LR LR

Figure 20: Architecture for Predicting SR in Time using RNN and CNN

9.2 OTHER PROJECTS
Other possible projects could include:

1. To extend SRCFD framework to 3D geometry. There is still not much work done as far as
SR in 3D is concerned, but with approaches like graph convolution coming up which can
possibly model any kind of geometry, there is lot of value in working in this direction. Some
work as far as 3D super-resolution is concerned includes, 3D appearance SR (3DASR) by
Yawei Li et. al.

2. Our end goal is to accelerate CFD simulation, we will most likely have to embed ML
model in our CFD solvers, so we can possibly have a project where we explore approaches
how can we embedded ML in existing CFD solvers like XFlow and FMK. Other way of
looking this project would be to work on a project, building models for real time super-
resolution. In current machine learning framework, there are some reference for real-time
super resolution, for e.g. ESPCN (W Shi et al. 2016).

3. We can explore and research more on different kind of architectures for our framework.
We can research more on different kind of inputs that we could fed into our model to
make our prediction more robust and accurate. We can also possibly research more on
feature engineering. We can experiments with transfer learning and residual learning based
architectures too.
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4. Finally, if we could explore physics based learning too. Something like CFD which is
highly non-linear in nature, having combination of both physics-based learning and data-
driven learning approaches, would be really beneficial.
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